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Propagating patterns are used to transfer and process information in
chemical and physical prototypes of unconventional computing devices.
Logical values are represented by fronts of traveling diffusive, trig-
ger or phase waves. We apply this concept of pattern based computa-
tion to develop experimental prototypes of computing circuits imple-
mented in small modular robots. In the experimental prototypes the
modular robots Cubelets are concatenated into channels and junction.
The structures developed by Cubelets propagate signals in parallel and
asynchronously. The approach is illustrated with a working circuit of a
one-bit full adder. Complementarily a formalization of these construc-
tions are developed across Sleptsov nets. Finally, a perspective to swarm
dynamics is discussed.

Keywords: Robotics, unconventional computing, cellular automata, competing
patterns, Cubelets, binary adder, Sleptsov net, networks

1 INTRODUCTION

One of the aims of the unconventional computing is to uncover novel comput-
ing substrates and protocols of computation in these [6]. Not necessarily the
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substrates and protocols should be efficient or optimal but they might open
our horizons of understanding on how chemical and physical system pro-
cess information and how a computation can be embedded into novel smart
materials and intelligent structures. The unconventional computation can be
applied in the intelligent structures — modular designs of buildings where
a computation is implemented by building blocks, their ensembles and parts
of the building [9]. The smart building structures do echo up to some degree
von Neumann original ideas on machines constructing machines [46].

In experiments we used modular robots Cubelets. These robots are flex-
ible, modular and easy to assemble and reconfigure [42,43]. The robots are
capable for transmitting information between each other and performing a
wide range of actions. The contribution in this paper is to make the robotic
structures to implement computation by using a framework of computation
by propagating and competing patterns. Implementation of Boolean gates
with propagating patterns have been explored before in a context of pre-
cipitating chemical computers [3], slime mould and plant gates [7, 8], and
gates implemented with swarms of soldier crabs [22]. The competing pat-
terns were first introduced in [28, 34] in a model of a chaotic Life-like cel-
lular automaton. The propagating patterns are used to represent binary infor-
mation, and the computation is implemented by the patterns at the meeting
sites. In the experimental setups presented concatenations of Cubelets repre-
sent communication channels — where patterns propagate, and the patterns
are represented by illumination of the robots. As a complementary contribu-
tion in parallel study we simulate Cubelets robots by Sletptsov nets [53] to
verify their behavior and formalism. Finally, we explore some aspect where
Cubelets behavior could walk to global swarm phenomena [47].

2 MODULAR ROBOTSCUBELETS

Cubelets are modular robots [42, 43]. Theoretically, we can have an infi-
nite number of robots which can be constructed. Therefore we can say that
Cubelets define a formal language as follows.

Let X ={0,..., 17} the alphabet of Cubelets robots (Table 1), where
each of one defines a robot by itself. We can say that ¥* represents a uni-
verse of Cubelets. Thus, we have two disjoint sets of robots: ¢ and ZyE.
3 C X* is a set of functional robots and Xng € X* is a set of non func-
tional robots, e.g. robots without a battery. Functional robots are assembled
in 22 and encoded as a sequence of symbols. Thus, a functional robot can
be expressed as a one-dimensional robot w € X*. As known, Cubelets work
in three dimensions and for to get a practical representation and codification
we will concatenate every coordinate as a string. This way, we will to cod-
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Cubelets
distance di
sense brightness br
knob kn
temperature te
battery ba
Bluetooth bl
passive pa
think blocker bo
inverse in
minimum mi
maximum ma
threshold th
rotate ro
drive dr
action bar graph bg
speaker sp
flashlight fl
TABLE 1

Classes of Cubelet robots.

ify each robot as a symbolic equation and this regular expression shall be
practical for construct a robot. Hence every Cubelet is defined recursively
and therefore the union, juxtaposition and Kleene closer of every cube is a
regular expression [31, 33].

In Figure 1, we can see how this three-dimensional space is labelled and
can be represented as a string, as follows:

w = X0,0,0X1,0,0 * * * Xn—1,0,0X0,1,0 * * * Xn—1,1,0X0,m—-1,0X1,m-1,0 * * * Xn—1,m—1,0

+++X0,0,1 " Xn—1,m—-1,p—1-

Later, we will identify every face to each cube. It is illustrated in Figure 2,
where we can see mainly the front position which is the most important to
fix and to get a correct position of the Cubelet which is recognized for the
front (F) orientation. In this case, we show this labelling for Cubelets that
are used to construct our circuit. They are Cubelets flashlight (f1), distance
(di), brightness (br), battery (ba), inverse (in), blocker (bl). This way, a cod-
ification base is denoted as (F, N, W). If the position change hence we will
rotate the cube and update these three parameters. If a coordinate has not a
cube then we will represent this one with a blank (B) which represents an
empty string of X*.

This way, the next string determines a robot walking w; when the distance
Cubelet find an object close. To represent a robot with a string we should
select two first letter from the Table 1, for example,
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FIGURE 1
Three-dimensional array that is represented as a string.

* The robot that moves as a car weqr (See Figure 3). It has a volume (total
area) of 3 x 1 x 1 cubes with a mass (total number of Cubelets) of 3
cubes. The expression to construct this robot is:

W) paFNW) | i (SFW)
bai v - digog) -

Wscar = dr(z oB
* A robot that detects a fire (see Figure 4). It has a volume of 3 x 1 x 1
cubes with a mass of 3 cubes. The expression to construct this robot is:

(S,F,W) (F,N,W) (S,F,W)
wiire = flz00) ba(100) -1€0.0,0) -

» A robot that acts as an autonomous car* avoiding obstacles and chang-
ing its direction of movement (see Figure 5). Itasa volume of 3 x 2 x 3
cubes with a mass of 8 cubes. The expression to construct the robot is;

(FNW)Y (i (FNW) g (FNW) i (F.NW)
wacar = (B fliog) ) - @i ~digig  ~digie ))-

W,B,N (F.NW W,B,N SF.W
(dr((z,l,l) ) ba(l 1.1) ) dr ((o 11) )) -(B- (dr((l,LZ) )))'

* Autonomous car with Cubelets. https://youtu.be/Q5ueOMFNhwQ
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FIGURE 2

Labelling faces in Cubelets. They are represented following the three-dimensional cardinal
points as: N-north, S-south, E-east, W-west, B-back, F-front. Thus we have (a) distance, (b)
brightness, (c) temperature, (d) battery, (e) rotate, (f) drive, (g) speaker, (h) flashlight, and (i) bar
graph. For the case (j) blocker, (k) inverse, and (I) passive, here is not necessary label any face
because the whole cube is symmetric.

FIGURE 3
Cubelet robot simple car wscar -

FIGURE 4
Cubelet robot detector wfjre.

* A robot that seems as a caterpillar.” This one avoid obstacles and
change its direction automatically (see Figure 6). Particularly this robot

T A robotic caterpillar with Cubelets. https:/youtu.be/E9NVEPK3UFY
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FIGURE 5
Cubelet robot autonomous car wacar -

is extendable and you can concatenate parts of it as long as you want. It
asavolume of 2 x 2 x 4 cubes with a mass of 7 x 2 cubes. Particularly,
the robot weaterpiliar is constructed from two independent robots. Also,
it is assembled across a reflection and extensions. The basic structure
is defined in a volume of 2 x 2 x 4 Cubelets but this basic structure is
not the caterpillar form, then we need a reflection of the basic structure
and connect both structures with 4 Lego adapters and 2 Lego bars, thus
we have 2 x (7 x 2) Cubelets to yield finally the most small caterpil-
lar. To get extensions and increase the length of the caterpillar we need
connect 2 x 3 Cubelets for each side, the basic structure for the exten-
sion is determined by one battery, a rotator and a light Cubelets, and its
reflection will be connected on the other side. So to stabilize the robot
we need connect additional Lego adapters in the top. The expression to
construct the robot is:

Weaterpillar = (B - di((ii,?‘d)w)) -((B- di((fb'?l]:)W)) : (d|((('):1N0)W) : pa((]'_:]_Nl)W))) :

(N,F,W) (E,N,B) (E,N,B)
((B-bag ;") (flgrz) ~rogiz N

A robot capable of simulate logical gates* just with Cubelets (Figure 7).
This one use a head that read values from other Cubelets moving in two
directions. It is a robot wiy with a volume of 3 x 3 x 3 cubes with a
mass of 9 cubes. The robot wg is defined for the next expression:

-(N,B,E S F.E S F.E E,B,S

wig = (B-difig) ) - (B-by(ro ) (B-rogryy) - (drigs -
(FN.E) 1 (EBS (EB.S pa(FNE) 4 (EB.S
bag 51" Aoy ) - (Arenzy” -bags5) " - dress”)-

* Logic gates with Cubelets: NAND and XOR gates. https://youtu.be/O2XSK33VjTU
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FIGURE 6
Cubelet robot caterpillar weater pillar -

FIGURE 7
Cubelet robot performing logic gates.

But the robot wig needs another robot which represent the ‘tape’ and
it is represented by a second robot wig tape With a volume of 10 x 1 x
1 cubes and a mass of 10 cubes. To get this robot we need the next
expression:

(S.F,E) (s F.E) SF,E) 4:(E,F,B)

wig tape = (D3 0" - Fl(T0.0) d'(200) -bo,0,0) - fI(400) ~digso )
E) . i (E:F-B) . pa(SFE)y

boe,0.0) - f |(7 0.0 " digoo - bagoo )

In [17], we show a robotic Turing machine constructed from Cubelets
and a lot of Lego bricks.

Figure 8 displays two snapshot of the machine. Particularly, CULET is
a robot that needs a lot of different Lego bricks. But, here we explain
what is the equation to get this robot wry. It is defined for the next

TCULET a robotic Turing machine. https://www.comunidad.escom.ipn.mx/ALIROB/CULET/
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FIGURE 8
Robotic Turing machine constructed with Cubelets and Lego bricks.

expression:
- (N,BE - (S F,.E S F,E
wrw = (B dii57) - (B difs 1)) - (bl -
(S,F,E) (S,F,E) (W,N,F) (E,B,S) (E,B,S)
fliiyy -bag iy - 1011y ) - (drgsyy” - Paw2y - drp 7))
Our goal is to find a string w such that w belongs to an equivalent com-
putable system made only with Cubelets. We proof how logical circuits can

be constructed with Cubelets and the computation is performed by propagat-
ing patterns.

3 COMPUTING WITH PROPAGATING PATTERNS

In 2008 we constructed a Life-like cellular automaton capable for simulat-
ing a propagating of patterns on a feedback of channels and implemented
a majority gate in this automaton [27]. Later we designed additional sets
of gates and a developed a binary full adder with the propagating pat-
terns [28, 34].

Cellular automata are often used to design unconventional computing in
several ways. Historically, several protocols of handling signals propagating
in cellular automata have been proposed by von Neumann era [46]. These
were advanced by a two-dimensional cellular automaton with less states by
Codd [12, 25], the WireWorld invented by Silverman [13], and the reversible
computers designed by Morita [36]. With regards to one-dimensional cellular
automata, the exhaustive analysis of signal interactions was done by Mazoyer
[30] and some rules working with simple and compact signals have been
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FIGURE 9
Patterns propagating by particle reaction in information channels with the Life-like rule
B2/S2345. (a) The initial condition with two particles before they collide. This way, snapshots

(b,c,d) beginning of the propagation of symmetric and asymmetric patterns in (b) 37 iterations,
(c) 114 iterations, and (d) 208 iterations after the collision.

reported by Mitchell et al. [32]. Recently Martinez et al. [29, 35] proposed a
cellular automaton with memory capable of simulating logic gates with just
one particle. A complimentary version of representing information in cellular
automata space is based on a composition of signals interpreted as particles
(gliders, waves, mobile-self localisation) [2,5, 6, 20].

Computing with propagation patterns exploits the dynamics of propa-
gating patterns that encode binary value, these patterns emerge as chaotic
regions. They are constructed by streams of particles traveling and collid-
ing with a wall, defining symmetric or asymmetric patterns propagating and
competing for the space. To geometrically constrain the patterns and time
their collisions we design a network of channels, typically using arrange-
ments as a n-junction function. Fronts of propagating phase (excitation) or
diffusive waves represent signals, the values of logical variables. When fronts
interact at the junctions some fronts annihilate or new fronts emerge. The pat-
terns propagating in the output channels represent results of the computation.
Using this paradigm a range of logic gates have been implemented in [27]
and a binary full adder constructed in [28,34]. To design a logic circuits with
Cubelets we will use the Life rule B2/S23458 , the cellular automata which
exhibits a chaotic behaviour, and is governed by a semi-totalistic function
described as follows. Each cell takes two states ‘0’ (‘dead’) and ‘1’ (“alive’),
and updates its state depending on the states of its eight closest neighbour as
follows,

§ Majority adder implementation in Life rule B2/S2345. https://www.comunidad.escom.ipn.mx/
genaro/Diffusion_Rule/Life_B2-S2345.html
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FIGURE 10

The Life-like rule B2/S2345 evolves on a Moore neighbourhood. (a) Shows a condition where
the sum of the neighbours do not permit a birth in the next time when the central cell is
0, it is the function f(0,0,0,0,0,0,1,0,0) — 0. (b) Shows a condition where the sum of
the neighbours permit a birth in the next time when the central cell is 0, it is the function
f(0,0,0,1,0,0,0,1,0) — 1. (c) Shows a condition where the sum of the neighbours permit a
survival in the next time when the central cell is 1, it is the function f(1,0,0,0,1,1,0,1,0) —
1. (d) Shows a condition where the sum of the neighbours do not permit a survival in the next
time when the central cell is 1, it is the function f(1,0,1,1,1,0,1,1,1) — 0.

1. Birth: a central cell in state O at time step t takes state 1 att + 1 if it
has exactly two neighbours in state 1.

2. Survival: a central cell in state 1 at time t remains in the state 1 at time
t + 1 if it has two, three, four or five live neighbours.

3. Death: any other case.

Figure 10 illustrates some relations to get a birth, a survival and death,
in the Moore neighbourhood. Cells in color white represent the symbol 0
and cells in color grey represent the symbol 1. Every relation determines the
central cell in the present time with their neighbours and the value for the
next time. The total number of relations is determined by 22,

Once a resting lattice is perturbed, patterns of states 1 emerge, grow and
propagate on the lattice (Figure 9). Boolean values are represented by reac-
tion of particles, positioned initially in the middle of channel, value 0 (Fig-
ure 9a up), or slightly offset, value 1 (Figure 9a down). The initial position
of the particles determine outcomes of their reaction. Particle corresponding
to the value 0 is transformed to a regular symmetric pattern (Figure 9b,c,d
up), similarly to “frozen’ waves of excitation activity [4]. Particle represent-
ing signal value 1 is transformed to transversally asymmetric patterns (Fig-
ure 9b,c,d down). Both patterns propagate inside the channel with constant
speed, advancing unit of the channel length per one step of a discrete time.

When patterns, representing values 0 and 1, meet at T -junctions they com-
pete for the output channel. Depending on initial distance between particles,
one of the patterns wins and propagates along the output channel. By con-
trolling these signals we have implemented a number of logic gates, such
as: AND, OR, NOT, FANOUT, DELAY, MAJORITY [28]. Figure 11 shows how
a MAJORITY gate has been implemented in the function B2/S2345. The
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FIGURE 11

Three-valued MAJORITY gate implemented in the rule B2/S2345. From left to right:
MAJ(0,0,0) =0, MAJ(0,1,1) =1, MAJ(0,1,0) =0, MAJ(1,1,0) =1, MAJ(0,0,1) =
0, MAJ(1,0,1) =1, MAJ(1,0,0) =0, MAJ(1,1,1) = 1.

MAJORITY gate can be defined given three inputs a, b, and c [33], as fol-
lows: MAJ(a,b,c)=(aAb)v(aac)v(bac).

Implementation of MAJORITY gate is shown in Figure 11. The gate has
three inputs: North, West and South channels, and one output: East chan-
nel. Three propagating pattern, which represent inputs, collide at the cross-
junction of the gate. The resultant pattern is recorded at the output channel.

In other fields, the majority gates have been selected to design circuits in
quantum-dot cellular automata [21]. On the other hand, Fischer et al. in [18]
have implemented a spin-wave majority on an electromagnetic device.

4 CUBELETSCOMPUTING

4.1 Propagating signalswith Cubelets

The transmission of signals in Cubelets is across electrical current, values are
traveling when Cubelets are concatenated. This way, the distance Cubelet (di
in Table 1) produces a positive value (255 maximum) if an object is near
to it and close to O (minimum) if the object is far.! Figure 12 displays how
we can propagate and recognise signals with Cubelets robots. Figure 12a
shows the configuration to construct a lamp robot w = di -ba- fl and in
Figure 12b we activate the distance cube that transmit an integer value to
the rest of cubes yielding which the lightness cube change of state off to on.

I Cubelets AP1 Documentation. http://api.modrobotics.com/cubelets/index.html
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FIGURE 12

Activating and propagating signals with Cubelets. Binary values are represented if the lightness
Cubelet is in state off (as 0) and in state on (as 1). The high intensity represents the pattern as 1
and any other intensity as 0. This way, to conserve a high intensity we need to concatenate more
battery Cubelets with one or two lightness Cubelets. The binary values are initialized by the
value of a distance Cubelet (input data) and the result will be indicated by the value of lightness
Cubelets (output data).

Consequently to propagate this signal we need to concatenate more lightness
cubes and produce the configuration di - ba - (fl)*. Figure 12c shows the
initial configuration in state off and Figure 12d shows the configuration in
state on. We will note that the intensity of light is strong just in the first two
cubes whiles the illumination in the rest of the cubes is decreasing in intensity.
Therefore, we consider just high intensity as value 1 and 0 in any other case.
The regular expression to expand the signal should include a battery cube
di - (ba- fl)*.

4.2 Constructing circuitswith Cubelets

Now let us show how to construct logic gates from Cubelets using the Life-
like rule B2/S2345. The first and crucial element in our construction is the
implementation of a MAJORITY gate. Following the same topology as in the
Life-like rule B2/S2345 (see Figure 11) the MAJORITY gate is defined as the
robot:

wwmadgatel = (B* - ba((zb’,\ld)w)) -(B*- di((:l'?ld)w)) -(B*- f|((4'1:,’2’,\ld)w)) :

4 ¢ (F.NW) ENW) 5 (F W) g (FENOW) ¢ (FNW) g (W,N,F)
(B fligs0) ) (agaey  ~digae - floae - fleue - flasg )

4 F,N,W 4 F,N,W 4 - (F,N,W 4 F,N,W
B* 1G5 - B TG - B - dify e - (B* - ba;y)").
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FIGURE 13

Configurations of Cubelets robots that simulate a MAJORITY gate wy aJ. (a) Displays the main
configuration. (b) Shows an operation in wy aj With inputa = 1, b = 0, and ¢ = 0. (b) Displays
the configuration for a NOT MAJORITY gate wymay- (€) Shows an operation in wymag with
inputa=0,b=1,¢c=0.

So, the complementary robot necessary to process the output is defined by
the next expression:

(W,N,F) (F,N,W) (F N W) (F N, W)
wmAgateo =B brg o0 Fliz g™ - flgag - bagag -

For design a NOT MAJORITY gate it is constructed by adding an inverse
Cubelet in the output wire. It is defined by the next expression::

(W,N,F) F,N,W) (F,N W) (F N, W)
WNMAJgateo = B - brg 400 - 1N@7.40) - fIf @40 - fleug  ~Pag40) -

Figure 13 shows the position of each Cubelet encoded in the strings wy a3
and wnmag. The configuration works identically as cellular automaton rule
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FIGURE 14
A binary full adder made of Cubelets.

B2/S2345. We have three input channels (North, East, South) and one output
(West).”

Logical universality with Cubelets across this MAJORITY gate is shown
as follows. If we fix input ¢ = 0 then we get the AND gate and for c = 1 we
get the OR gate (Tabs. 2 and 3, respectively). To get a NAND Or NOR gate we
concatenate an inverse Cubelet (see Table 1), that represents the NOT gate.

Now is time to design a binary full adder robotic. We follow the same
idea which was used in the Life-like rule B2/S2345 [28, 34]. We use a cir-
cuit where a binary full adder can be constructed with three NOT MAJORITY
gates and two NOT gates, illustrated in Figure 15a. To handle this circuit
with Cubelets we need to preserve the routes of every signal. The Figure 15b
shows how we will propagate each signal. Every NOT MAJORITY gate is
labelled to recognise better each partial result and signals may be distributed
in parallel. Finally, the Table 4 displays each input, partial outputs (stages of
NOT MAJORITY gates) and the final results (sum and carry out).

Figure 14 provides a detailed view of the robot that represents the circuit
simulating the full binary adder with Cubelets. The robot is assembled of 39
Cubelets (17 flashlight, 10 battery, 5 distance, 3 brightness, 2 inverse, and 2

#A video showing all these operations is available in: https://youtu.be/v604-1iGDk0. The
source code to implement the MAJ gate is available in: https:/gist.github.com/RQF7/
87b89a3cf21bf2794a77112ea2bb6542.
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(a) A circuit to implement a binary full adder based in NOT MAJORITY gates. (b) The diagram
for a full binary adder adapted for works with Cubelets robots.

albcn|~maj | ~maj; [ ~majs [ Cou | sum
0]0] o 1 1 0 0 0
0ol 1 1 1 1 0 1
0|1 o 1 0 1 0 1
01 1 0 1 0 1 0
110/ 0 1 0 1 0 1
110 1 0 1 0 1 0
1110 0 0 0 1 0
1011 0 0 1 1 1

TABLE 4

Truth table of the binary full adder, show in Figure 15.

passive). The nature of Cubelets is preserved almost completely because you
need just reprogram two Cubelets to implement the adder: the input (flash-

light cube) and the output (brightness cube). The NOT MAJORITY gate is

implemented in the self cube and thus we avoid to use extra inverse cubes.
The code* for the flashlight cube (maj; in Figure 14) and brightness cube is
simple. If the flashlight has a value higher than (maxi mum/2) then the value

** The source code for wga is available from: https:/gist.github.com/RQF7/87b89a3cf21bf2794a77112ea2bh6542#

file-sensor-c
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is equal to zero and maximum in any other case. Also, this NOT MAJORITY
gate is implemented in two passive cubes (maj, and majs in Figure 14).

Finally, we have the string wga Which defines a binary full adder with
Cubelets:

wea = (B dif 5" - (8% balf5") - (B° - 155" - (i -
baiiz) - flgag 0Oz - fliaae - B-brise - fliag -bagas )
(B flgiey B Hlagy ) (in@so) - fligiy - fligas) - bagas) -
bogs.0) - fIGes B briGhy baly i) - fIGNG) - (B2 balf ™ -
digeey B fliseg ) - (B2~ fli7g)" - B -bai 7)) - (ifgsg) -

(F,N,W) (F,N,W) (W,N,F) (E,N,B) (F,N,W) (F,N,W)
bai o) - flosoy - flaso B brsso iNeso: flzse - fliso

F,N,W 3 F,N,W 3 F,N,W 3 - (F,N,W
baG 5 ") - (B2 156" - (B% - ball o) - (B% - difi1)o)).

Figure 16 shows the set of initial conditions for each input and output for
wga. The computation is asynchronous and every input updates its output
changing the state of every distance cube. Finally, you can see a video of this
robotic binary adder in action from https://youtu.be/1ghpbPHnzPw.

5 COMPUTATIONSON CUBELETSBY SLEPTSOV NETS

Computing on cellular automata with propagating patterns can be simu-
lated directly by Infinite Petri nets using technique studied in [51, 55] and
extended for cellular automata with generalized neighborhood [52]. Here we
formalize Cubelets computing via modeling by Petri and Sleptsov nets the
composed Cubelets robots for logical gates. Petri nets is a known tool for
specification and verification concurrent processes [50]. Their generalization
based on multiple transition firing, called a Sleptsov net and capable of fast
computations [53], represents a graphical language for fine granulation mas-
sively parallel computing. We simulate Cubelets robots by Sletptsov nets to
verify their behavior.

Cubelets behavior have been specified using a great deal of intuitive per-
ception. This especially concerns assembled robots. Even in a simple case
of linear connection it is nontrivial process of signals transmission when a
battery is attached in the middle of line. When Cubelets are attached to many
or even to all facets of a cube, a special technique is required to completely
formalize behavior of single Cubelets and assembled robots. When we use
Cubelets as a game, probably it is not so significant. Though when we use
Cubelet robots as prototypes for real-life robots, especially designed for crit-
ical applications, the task of proving correctness of Cubelet robots behavior
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FIGURE 16
Binary full adder wga for all inputs and outputs. We show every input and its results. (a) a = 0,
b=0,c=0, (b) 001, (c) 010, (d) 011, (e) 100, (f) 101, (g) 110, and (h) 111.
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becomes significant. In the present section, a solution for a restricted class of
Cubelet robots which represent computations, is presented. The idea consists
in simulating Cubelet robots by Sleptsov nets.

In Section 4, to represent Cubelets computations, only configurations on
plane were considered and only the following classes of robots have been
employed: ba, di, fl, br, in, and the blank cube B. Thus only these Cubelets
are simulated by Sleptsov nets and we consider two-dimensional configura-
tions only. Note that Cubelet robots which simulate computations are unmov-
able. Though we believe that the technique can be generalized on moving
Cubelet three-dimensional robots which use all the specified classes of cubes.
Our motivation is a formal way of proving that the constructed robot imple-
ments a definite function. For the considered configurations of the majority
gates and adders, the simplest proof technique is the exhaustive search repre-
sented by truth table. A sequence of experiments with Cubelets organized in
complete accordance with the truth table proves that the robot functioning is
correct. We use the considered circuits as tests for our Sleptsov net verifica-
tion technique. It could be useful for bigger constructs as well to justify the
composition rules when definite Cubelet robots are applied as components to
compose bigger constructs.

As it was mentioned in previous sections, a threshold technique is applied
to obtain binary numbers from one byte counters which represent values of
distance and brightness. It seems that visual observation does not allow to tell
the brightness difference of a single unit that represents an additional point
of our motivation.

Cubelets are based on continuous processes of electrical signals transmis-
sion though the signal levels are represented by integer numbers in the range
0...255. For modeling computations, the switching processes are of interest
which are induced by change of input signals — putting of removing some
things from the distance detector di. As it is described in [53], we use inverse
control flow which is represented by attached battery. Each change of input
is simulated by reset procedure which consists in sequential implementation
of cleaning computed data clean and complete recalculation of output culc.

Sleptsov net models of employed Cubelets are shown in Figure 17. The
battery model ba is represented by spreading reverse control flow via a
sequence of places and transitions control; which enable the correspond-
ing elements action;. The reverse control flow means moving zero marking
provided by combination of regular and inhibitor arcs. Using reverse control
flow allows us firing transition in the maximal multiplicity moving all the
tokens in a single tact. Detectors di and br are represented by a single tran-
sition each moving a real value into detected value via using the correspond-
ing transition. A flashlight Cubelet attached into a line is represented by the
corresponding transition fl which divides the input energy into emitted light
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FIGURE 17
Simulating Cubelets by Sleptsov nets: (a) battery ba, (b) distance sensor di, (c) brightness sensor
br, (d) flashlight fl, (e) inverse in.

energy represented by place light and the output energy represented by place
output. In Figure 17d we use equal proportion when of 2 input units of energy
1 is emitted as light and 1 is transmitted as output; any proportion x + y can
be applied, and extra transition clean — reminder zeroes the reminder of
division by X + y (by 2 = 1 4 1 in the figure). We interpret inverse Cubelet
in multi-valued (discretized continuous or fuzzy logic) logic sense [49, 54]
X = 255 — x as shown in Figure 17e. Thus, at first, we initialize the upper
bound in place upper by transition initUpper, then we subtract the input value
from the upper bound by transition subtract and finally we move the obtained
result by transition move into place inverse.

Let us compose a Sleptsov net model of lamp robot w = br - ba - fl
which two states are illustrated in Figure 12a and Figure 12b using distance
sensor di instead of the brightness sensor br. The model is shown in Fig-
ure 18. We attached the brightness sensor br because the Cubelets combi-
nation for spreading and sensoring light is applied further in composition of
the majority gate model shown in Figure 20. The model in Figure 18 repre-
sents a composition of the reverse control flow of battery ba and two more
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FIGURE 18
Sleptsov net model of lamp Cubelets robot represented in Figure 12b.

Cubelets for the brightness sensor br and flashlight fl connected sequen-
tially via place input. Note that since the flashlight Cubelet fl is the last
one in a line, it does not transmit energy further but consumes it entirely
to produce light of the highest brightness, the corresponding Sleptsov net
component is truncated, arc weights modified. To explain how the model
works, we represent a sequence of Figures 19a-h which contain the ini-
tial and all the intermediate markings obtained after each transition firing.
We suppose that the previous sensored value was 22 that corresponds to
the marking of place light in Figure 19a and the current sensored value is
135 that corresponds to the marking of place realBr. The transition firing
sequence o = next0 - clean - nextl - br - next2 - fl - next3 resulting in the
final marking shown in Figure 19h is obtained during computer simulation
though using the technique studied in paper [53] we can prove this fact in a
formal way. Let us illustrate peculiarity of Sleptsov net behavior compared
with Petri net: firing transition br, permitted in Figure 19d, moves all 135
tokens from place realBR to place input as shown in Figure 19e while only
one token is moved at a step by the corresponding Petri net.

Now we compose Sleptsov net model of majority gate wm ajgate Shown
in Figure 13. It consist of two parts: input wy agater and oUtPUt Wm Agateo
which are not attached to each other. The connection between two parts is
established via light emitted by three branches of the input part. The out-
put part detects the light brightness, only flashlight emitted by more than
one input branch is enough to switch the gate into true state (logical unit).
The model is represented in Figure 20. Its assembling of the cubes models
shown in Figure 17 is considered a routine job according to the technique
described when constructing model of the lamp robot shown in Figure 18.
The model shape replicates the shape of Cubelets robot in Figure 13. Three
distance sensors diA, diB, diC model the input data while the output data
is represented by flashlight lightD2. The peculiarity of the control consists
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FIGURE 19

Simulating Sleptsov net model of lamp Cubelets robot; the only permitted transition firing
sequence is o = next0 - clean - nextl - br - next2 - fl - next3: (a) initial state, (b) nextO fired,
(c) clean fired, (d) nextl fired, (e) br fired, (f) next2 fired, (g) fl fired, (h) next3 fired — final
marking.

in splitting the control flow by transition splitContr ol Flow into three sub-
flows for A, B, and C, respectively, and then synchronizing them by tran-
sition syncControl Flow to compute the result D. Within Cubelets robot
model (Figure 13) there is a blank cube in the center separating the input and
the output parts of the majority gates. This blank cube is represented by rather
sophisticated tangle of Sleptsov net including transition syncControl Flow
for synchronization of control flow and transitions which simulate laws of
light spreading | A1, 1 A2, IC1,1C2,1B3 and incidental arcs. We assume that
flashlights f1B1 and fIB2 influence the total brightness insignificantly and
their influence on the brightness sensor was not considered. If required, it can
be done in the same way as for flashlights of branches A and C. The speci-
fied set of arc weights produces brightness of the light D2 flashlight for input
values of distance detectors sensed onreal A, r eal B, r eal C represented with
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FIGURE 20

Sleptsov net model of the MAJORITY gate represented in Figure 13. Cleaning part has been
omitted for simplicity. For the chosen arc weights specifying the light spreading, the threshold
equals 78: iflight D2 > 78 then D = 1 else D = 0. Initial marking real A = 255, real B = 255
corresponds to the binary cortege A=1,B=1,C =0.

real A real B realC lightD2
0 0 0 0
0 0 255 47
0 255 0 31
0 255 255 78
255 0 0 47
255 0 255 94
255 255 0 78
255 255 255 125
TABLE 5
Table of simulated resulting brightness depending on sensed dis-
tance.

Table 5. Choosing a threshold, for instance, equal to 78, allows us to imple-
ment logical majority gates.
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Thus a technique of modeling Cubelets computations by Sleptsov nets
has been developed, the advantage of modeling by Sleptsov nets consists in
formal methods of the model behavior verification developed for Petri and
Sleptsov nets [50, 53].

To verify the Cubelets robots behavior, it was offered to simulate Cubelets
robots by Sleptsov nets [53]. Only models of Cubelets, involved in simula-
tion of Cubelets computing, have been constructed and principles of their
assembling have been studied on an example of modeling majority gates by
Sleptsov nets.

In the present paper, propagation of signals represented by cellular
automata Life rule B2/S2345 [34] was applied to construct logical gated
and assemble an adder. An alternative way consists in modeling maltivalue
logic operations directly using operations of continuous (fuzzy) logic [49,54]
represented by min, max, inv Cubelets.

6 SIMPLE COOPERATING ROBOTS- PERSPECTIVESAND
POSSIBILITIES

The possible future research on the robotic field like with Cubelets can be
focused also into swarm domain, i.e. the set of robots is regarded as the
swarm, solving the joined problem. As already simply demonstrated in the
paper. Over the years, science and technology have been developing strongly,
getting many outstanding achievements [16], especially in the field of artifi-
cial intelligence (Al) [24], where swarm intelligence optimization algorithm
(SA) is an integral part [14], such as particle swarm optimization [19, 39],
artificial bee colony [38, 44], and genetic algorithm [1, 41]. Along with the
general development of Al, the SA has made great leaps and bounds [37,47],
and applied in many fields of science and technology such as [10] and [15].
One of the most important and common applications is path planning for
autonomous robots on the ground, underwater and in the space.

The control of the unmanned aerial vehicles (UAVS) is often more com-
plicated, requiring not only the speed of the algorithm, but also real-time
accuracy. Many solutions have been proposed and successfully applied to
path planning for UAVs such as sampling-based path planning for UAV col-
lision avoidance [26], cooperative path planning with applications to target
tracking and obstacle avoidance for multi-UAVs [48], and grid-based cov-
erage path planning with minimum energy over irregular-shaped areas with
UAVs [11]. So contemporary research on the field of the UAVs deals also
with SA. One of the possible extension of the SA in UAVS is in its fusion
with artificial neural networks (ANN).
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FIGURE 21
Each robot in the swarm contain a MLP.

6.1 Incorporate ANN and therobot

Here we propose possibility, how to join ANN with swarm robots, as already
tested on alternative swarm system control in [45]. The concept of Multi-
Layer Perceptron (MLP) neural network can bee used to enhance the swarm
robots control, communication and problem solution. More specifically, we
can adopt MLP in two cases:

1. Each of the robot in the swarm will contain an MLP,

2. A number of individuals in the population will simulate the behaviour
of the MLP to perform actions, i.e. only selected individuals will be
used as the ANN body.

6.1.1 Each robot comprise a ANN

In this implementation, each individual in the swarm had its own MLP as
shown in Figure 21.

The MLP implementation, in this case, is composed of three layers: input
layer, hidden layer and output layer. The input can be regarded as the com-
mand for the swarm, in this case has MLP network’s input layer, which con-
tains a total of 2 neurons. The hidden layer consists of 2 neurons for network
training, and an output layer consists of 1 neuron as it produces the result
of whether to perform the tasks of the swarm or not. In terms of activation
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FIGURE 22

Architecture of the MLP embedded in robot.
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FIGURE 23
Robots in swarm simulate the ANN working mechanism.

function, there are a variety of methods which could be used for training.
Also, the topology of the network can be various and easily reconfigurable
by uploading of the new one. In the paper [45], for the purpose of binary
classification, the logistic sigmoid function is utilised. Figure 22 shows the
architecture of the MLP integrated into this prototype.

The back-propagation algorithm [40] was used to train the MLP in the
proposed approach. Back-propagation is short for “backward propagation of
errors.” It is a supervised training algorithm in the multilayer feed-forward
networks using gradient descent [23]. The dataset used for training is col-
lected from system files. After training the model, the optimized network
weights are integrated into the swarm. When the swarm executes, these
weights are used on the embedded MLP to make the computation. Then, the
MLP makes the “trigger conditions” to perform the execution, swarm enti-
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ties, i.e. robots in this proposed case, are trained to perform system searches
for finding a suitable target. The ANN then generates signals for conducting a
task. Subsequently, reverse engineers analysts can hardly reverse the ANN to
work out the target specifications, that can be beneficial if the swarm perform
secret tasks.

Thus, swarm can use an ANN model, which is a black box, instead of a
traditional if-then command line to camouflage its trigger condition.

6.1.2 Robot act as a node of an ANN

This kind of implementation uses several robots in the swarm to act as input
layers, hidden layers and output layers of an MLP. Figure 23 illustrates this
idea. As shown in this figure, only some individuals in the swarm (black
coloured) act as nodes in the MLP network. More precisely, two individuals
are utilised as input nodes to receive signals, three for hidden nodes and one
for the output node.

The MLP is also trained to obtain the optimised weights in the same man-
ner as mentioned above. The difference is the weight allocated on individu-
als that act as nodes in the MLP network. In other words, each node com-
prises/carry its own weights.

When the robot executes, the swarm simulates the working mechanism
of an MLP network. More specifically, the signal values propagated from the
“inputs robot,” through the connection to the “hidden robot,” and then onward
through more connection to the “output robot.” Following this strategy, the
aim of the robot could be distributed, and it is hard to reverse engineer the
robot strategy.

7 DISCUSSION

Using modular robots Cubelets as a metaphor for swarms of very simple
agents — molecules, nanoparticles, crystals — we demonstrated how the
computing circuits can be designed, developed and executed. A binary full
adder has been also designed as an illustrious way to demonstrate a compu-
tational power of robotic ensembles.

An advantage to use Cubelets robots is that you can work with other vari-
ants.

» We can handle propagating signals using rotating Cubelets (signal value
is a spin position),

» We can handle propagating signals using speaker Cubelets (signal value
is a sound wave),
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» We can handle propagating signals using thermal Cubelets (signal value
is a thermal gradient).

Another contribution in the paper is that Cubelets robots have been sim-
ulated by Sletptsov nets to verify their behavior and this way we can con-
struct more complex networks to design another non-trivial robots. Also the
possibility of the next level of the robots, cooperating as the swarm, is out-
lined here. Thus cooperating agents (robots, molecules, nanoparticles, .. .)
can not only perform mathematical operations by simple interactions, but
also behave as the more complex system exhibiting kind of adaptivity and
plasticity, when the principles of the swarm intelligence and/or ANN are
used. That can rise the computational possibility of the simple cooperating
robots (Cubelets — using T-bugs'™, chipibots (hydrabots)** , kilobots, .. .) on
higher level. Further work could be focused on developing learning devices
in swarms of Cubelets and implementing image recognition and pattern clas-
sification tasks.

Some limitations and problems during these implementations were:

« If we increase the number of Cubelets on these designs hence the con-
nectivity between cubes is most difficult because some of them lost
the adequate connection. Although they could be fixed with some brick
adapters.

* We have tested some three-dimensional designs and although they are
totally viable and powerful the problem to “fly” Cubelets connected in
the three-dimensional space is that the gravity difficult hardy its connec-
tivity and stability.
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